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Abstract

This work seeks to propose a flexible and manageable platform that lets the user create
a customizable course and also manage a community around it. In this platform, the
administrators have total freedom to develop a course in the way they want by being able
to create activities with different types of submissions, group activities in sections, classify
the activities, and also link them with social aspects of the platform. In this platform, it is
also possible to create online events, link them with activities, create posts for discussions,
and suggest new content for the course. This way, we hope that this application can help
build communities around the course theme where the users can share their knowledge
with others and create discussions around it thus improving the overall experience on the
platform.

Keywords: education, online platform, social network, web development
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Resumo

Este trabalho busca propor uma plataforma flexível e gerenciável que permita o usuário
criar um curso customizável e também gerenciar uma comunidade ao seu redor. Nesta
plataforma, os administradores tem total liberdade para desenvolver um curso da maneira
que quiserem seja criando atividades com diferentes tipos de submissões, agrupando ativi-
dades em categorias e estágios e até ligando as mesmas atividades a aspectos sociais da
plataforma. Aqui também é possível criar eventos presenciais ou online, ligá-los às ativi-
dades, criar postagens para discussões e sugerir novos conteúdos para o curso. Dessa
maneira, acredita-se que essa aplicação possa ajudar na construção de comunidades ao
redor do tema de um curso, onde os usuários possam compartilhar conhecimento com os
outros e assim melhorar a experiência geral na plataforma.

Palavras-chave: educação, plataforma online, rede social, desenvolvimento web
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Chapter 1

Introduction

When creating an online course, it is common to focus on the creation of the study content
like texts, videos, activities, and other materials since this is what drives most people to
the course in the first place. The main issue here is that a course that only provides
activities and study content can only keep the user engaged while there is content to
interact with. Thus, the user may stop accessing the course after the conclusion of all
activities or even before due to the lack of variety in the course’s content.

This problem was first presented to us when Professor Edil wanted to improve the
platform that Instituto de Formação de Líderes Brasil (IFL Brasil) [1] uses to manage
the study progress of its members. IFL is an organization that seeks to form independent
leaders by guiding their associates through topics like liberalism, leadership, and manage-
ment. To reach this objective, they have a platform [2] where the study content is divided
into three trails, each focusing on one of the themes previously cited. This platform tracks
the progress of the user in each trail, and every time a set of trails is finished, new trails
are then unlocked so users can continue their progress on the course. In IFL there is also
an event system where the users are encouraged to participate, discuss the subjects and
deepen their knowledge of them. The main issue on the platform is that the platform
lacked some type of interaction between the users since every interaction happened on a
Whatsapp group created for discussions or during the aforementioned events, everything
happening outside the platform itself. Another prominent issue was that the activities
and trails were hardcoded into the site and required a programmer to code and change
them, making it hard for regular administrators to add or remove new tasks.

To solve IFL’s problems, we investigated popular course platforms on the internet
like Udemy, Coursera, and Skillshare and found out that most of them focus only on the
course creation aspect. Inside these platforms, social interactions occur mostly on simple
forums or in areas dedicated to asking questions to the course creators. In most courses,
these simple social sections have low user engagement due to the lack of incentive to use
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them. Thus, when the course creators want to build a community around its course,
they usually rely on third-party systems with more robust social features like Discord,
Whatsapp, or Telegram in the same way IFL did. This is done to make the users interact
and discuss the content between themselves, which improves the learning experience and
extends the time spent on the course. This social aspect also leads to the creation of
an alive community that expands the course, making users dedicate more time to it and
sometimes even spend time after finishing it. The issue that still lasts is that, by using
third-party systems to manage the social aspect, the community and course platforms
become distinct systems with limited integration between them. This may lead some
users to be discouraged to engage with the rest of the community due to the need of using
two platforms simultaneously. For example, after doing an activity and having an idea
for a discussion, the user needs to first switch to the application where the community
interacts to only then discuss what he had in mind.

In this work, we propose SkillSpace, a system inspired by IFL’s platform that has
flexible content creation systems and also has the features necessary to build and manage
a community around the course created. By implementing both systems in the same
application, we seek to create a very dynamic and interactive platform to improve the
user’s study experience and gather more people to engage in the course.

To create an engaged and integrated platform, SkillSpace is divided into three in-
terconnected areas. The first one is the social area whose focus is to let users interact,
discuss and create content linked to the course in the form of posts and comments. This
area consists of a feed containing users’ posts similar to the ones found on social networks
like Instagram and Facebook and a chat area for users to interact directly. By adding
these social features, we hope that the users can help each other progress in the course
by creating helpful discussions around the themes, activities, and events. We also hope
that they are encouraged to create posts with content that can further improve new users’
learning experience like tutorials, related works, new materials, etc. At last, we expect
that, by sharing their progress on the course and commenting on it, other users can also
be inspired to advance the course.

The second area of the platform is the event section, created to engage the user in
presential or online synchronous activities known as events. Here, the user can search for
upcoming events on a calendar, confirm or deny their presence on it and send or receive
feedback after its conclusion. This area serves as an intermediate between an activity and
a social feature that can help users both learn by hearing others’ perspectives and also
bond with other people, thus creating a stronger community.

At last, the activities area is where the user spends their time doing the proposed
tasks, studying the provided material, and thus advancing the course. This area consists
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of activities that are grouped in stages that need to be completed to advance in the course.
These activities have different forms of submissions which may be linked with some social
aspects of the platform like making a post or participating in an event. As can be seen, we
sought to increase the variety of activity types to diversify the users’ studies by creating
these social-focused tasks. This way, users can experience a more dynamic course and be
encouraged by others to push through the rest of the activities and stages.

With these three connected areas, it is possible to build a flexible and customizable
course as well as an alive community without the need to rely on other platforms. Since
SkillSpace focuses on the flexibility to create a study course, the whole event and social
aspects can be disabled or even made completely optional to the users. This way, by
using SkillSpace it is possible to create anything from traditional courses with only texts,
videos, and written activities to a more modern approach with a community-driven focus.

To build SkillSpace, we opted for separating the backend and the frontend into two
applications that communicate between themselves following an Model-View-Controller
(MVC) architecture pattern. The service logic and the database interaction are encapsu-
lated in a RESTful API [3] and all the visual elements of the frontend in a website that
consumes the data from the API via requests. This approach permits the reuse of the
backend logic in case we ever want to develop new applications like mobile apps, PWAs,
or even unique websites for each course. Another positive aspect of this approach is that
it helps isolate the frontend from accessing directly the database thus improving the iso-
lation of the MVC layers, and easing future maintenance in the project. The backend was
built in Node.Js [4] with the Express.Js [5] framework on top of it while the frontend was
built using ReactJs [6]. We chose to use ReactJs as our frontend library due to its ease
to create visual components and reuse them on other pages, reducing the development
time considerably, and also because we already had previous experience using it. About
Node.Js, we selected it because it is easy to learn and simple to adapt. Since we were used
to using Ruby on Rails [7], a more robust and complete framework, for building RESTfull
APIs we opted to switch to a more flexible and simple approach using Node.Js and Ex-
press.Js. However, considering the scalability of the platform, it would be interesting to
further port the API to Ruby on Rails if the platform starts dealing with a high number of
concurrent users. At last, this combination of frameworks was chosen to enable the code
of both the API and the website to be written in javascript, facilitating its development
and management.

We start the next chapter by introducing the modeling of SkillSpace’s database and
why some decisions were taken. In chapter 3, we dive a bit into the main logic that is
behind the development of an API using Node.Js and Express.Js. In chapter 4, we present
the visual prototype created to serve as a visual guide for the frontend development, as
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well as explain some decisions made to improve the user experience. Chapter 5 serves
to describe the main logic of the React.js application. In chapter 6, the reader is pre-
sented with the developed platform, as well as comparing it to the initial idea presented
throughout chapters 2 to 5. At last, we conclude with chapter 7 and provide some ideas
for future improvements on the platform.
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Chapter 2

The Database Model

When projecting SkillSpace we had the option to work with a full-stack application where
all the models, controllers, and views are inside the same project or separate the models
and controllers into a RESTfull API and the view layer into another application. We
chose the latter due to the various advantages that come with the use of APIs. APIs are
usually useful to abstract how the logic of an application is implemented and focus only on
its inputs and outputs. Since APIs are isolated and independent of the applications using
them, it is possible to have multiple applications sharing the same API. For example, you
can simultaneously use the same API for a web page and a cellphone app without the
need to build another one with different logic.

To build our API, we used Node.Js as our Javascript runtime environment which is
used to execute Javascript applications. One of the main positive aspects of Node.Js
in this application is to unify the language used on the client-side and server-side, since
Javascript is also the language we use to write ReactJs code. To abstract part of the
server-side logic and focus on the service we are trying to build, it is usually recommended
to use Node.Js with a framework. In this project, the selected framework is Express.Js
which provides some tools to help build web and mobile applications like routing, sessions,
error handling, and middlewares. Apart from the cited features, Express.Js is relatively
minimal with many features that are commonly present in other frameworks available
as third-party packages. This means that Express.Js is light, simple to learn, and very
customizable.

The API’s main purpose is to query the database and process the received data to
be used by the frontend application. Thus, the database is not part of the API itself,
but it communicates with it through the queries. The selected Database Management
System (DBMS) in this project was MySQL [8], due to our previous experience working
with it. Any other relational DBMS could have worked in this project with the correct
adjustments to the API code.
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All the modeling was made using the database diagram design tool dbdiagram.io [9].
The complete modeling is mainly divided into four main sections: User-related models,
Activities-related models, Event-related models, and Social-related models. Although the
next sections of the text are described in an isolated form, every section is very connected
to the others to create a dynamic and interconnected platform.

2.1 Users and Permissions Models

Before describing any of the main features of the application, it is fundamental to describe
first what is a user and what it will be capable to do on the platform. These models are
represented in Fig. 2.1. Starting from the User model, it is defined by a name, an email,
an encrypted password, a CPF, a phone number, a DDD, a birthdate, and an is_active
boolean to define if the user is active on the platform. This boolean was created to avoid
the need to delete a user and deal with the consequences of deleting or nullifying all models
that he was related to. By disabling a user, all of its information remains on the database
and no other model needs to be deleted. The User model also has two booleans to check
if he is the owner of the site, an administrator, or a regular user. These booleans were
created to better control the permissions that a user has on the platform. At last, the
user model has a reference to an Address model that stores all the necessary information
of its address like country, state, city, number, neighborhood, and street. This model has
a relation of one-to-one with the User and was created mainly to not overcrowd the User
model with too many fields.

Most features on SkillSpace require the user to be logged in. Non-logged users only
have access to the login and signup features. To better interact with the platform, first, it
is necessary to sign up providing all of the basic user information and some of the users’
interests on the platform to create a more personalized experience. After the account
creation, the user only needs to log in to the platform using the created e-mail and
password.

With a user created and logged in, the person now has access to the core features of the
platform which are the main course area, the social area, and the events area. Although
having permission to see and access a lot of features, some of them are restricted only to
administrators and to the owner, most of them being related to creating and editing the
course’s content like activities, stages, events, etc. To improve the permissions flexibilities
and create multiple levels of administration, we created the Permissions model that is
related to the user via the AdminPermissions associative table. This model lets the owner
give one or more specific permissions to a user based on its needs at the moment which
can help create low-level administrators like curators, monitors, and teachers.
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Figure 2.1: Users and permissions related models description.

To summarize the permissions system, at first, we have the user permission which
limits what can be accessed as a logged regular user on the platform. These users can
access the activities, posts, events, and profiles page and are limited to only creating new
posts and editing the posts they created. The next level is the customized permissions
that use the AdminPermissions model, which can be different for every user depending
on the owner’s needs. For example, the owner can grant user-specific permission to delete
any post to create a kind of post moderator. These customizable permissions are divided
into three categories: “modify”, “show” and “delete”. Each of these categories can be
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combined with a model to create a specific permission. The permission for the previous
example, in this case, would be delete_posts. Next, we have the admin level permissions
which lets the user create, edit, see and delete almost all elements of the platform. At
last, we have the owner level which is the highest permission and is only granted to one
user. The only difference between the admin and the owner is that the owner can change
users’ permissions as well as promote and demote them to regular administrators.

2.2 Activities Models

One of the differentials of SkillSpace is its flexible course creation system. To achieve this
objective, the user can track their progress on the platform via the conclusion of activities
and stages. To reach this goal, we proposed the database diagram model presented on
Fig. 2.2 and that will be described in this section.

Before defining the Activity model, it is first interesting to describe what kinds of
activities there are in SkillSpace. Here, an activity can be classified in two ways, type, and
category. Activity types are pre-defined sets of activities that characterize how the activity
must be submitted. There are currently four types of activities, each unique in the way
they are evaluated and submitted. The first type is the theoretical one where the student
need only to watch or read the associated material to check it as completed, therefore
these activities are not scored. Contrary to this type, practical activities necessitate the
user to submit some kind of material to be evaluated. This submission can be either text
or files. Just like the theoretical type, practical activities can also have texts, videos, or
other materials associated with them. The next set of activities is the event participation
one. These are connected to an existing event already created on the platform. This
way, the score of a student can be attached to its presence or absence in the event or a
normal scoring system like the practical type. Event activities only exist during the event
period. After the event, the activity will not appear anymore to students that didn’t
participate although they will still show to users that were present. At last, we have the
social participation activities, which are linked to the social interactions of the user on
the platform. This interaction can be creating a post or commenting on a post with a
determined tag. In this activity, the post must be created via the activity submission page
to connect it with the activity. This post will appear in the feed as a regular post to other
users. Therefore, the ActivityType model is defined only by a name and a description.

In SkillSpace, an activity can also be categorized into categories. Different from activ-
ity types, a category is a classification that the admin creates for the activities to better
organize the course. For example, in a gastronomy course, you may have one category
for desserts and another for main dishes to help the user better find the knowledge he
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Figure 2.2: Activity related models description.

is looking for. Although different in purpose, these two classifications are defined in the
same way on the database, with only a name, and a description.

After defining the different activities grouping logics, we can start describing the
Activity model itself. It is defined first by a name, a description, and a mandatory
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Figure 2.3: Non-linear learning branches built with stages .

boolean marking its conclusion as required or not to progress the course. Since activi-
ties in SkillSpace were built to integrate into all other sections of the site, the Activity
model has reference to the Category, ActivityType, Stage, Event, and Tag models. The
latter two are necessary only if the activity is classified as an event type or social type
respectively. In the case of other types, these two fields remain empty.

When a user starts an activity, an instance of the ActivityUser model is created to
track the progress of the user on that activity. This model contains the dates that the
user started and finished the task, references to the User, Activity, Post, and Feedback
models. The reference to a post is only necessary in case the activity is a social one and
is used to record the post that the user created to complete it. Very connected to this
model, we have the Feedback model responsible to record the teacher or administrator’s
score and review of the user’s work. This model has a reference for the ActivityUser in
question, to the user that reviewed the activity, a description, a score, and an approved
boolean to mark if the student completed the task correctly.

In case the course manager wants to create some sort of order for the activities to
be concluded, it is possible to set some requirements for an activity. This is represented
by the AcivityRequirement model, which only contains the reference to the required
activity and to the activity that requires it. This way, it is possible to create a linear path
for the activities to be executed, thus improving the organization of the course.

Another feature of SkillSpace that helps to organize the student’s progress on the
course is the existence of stages. Stages are a way of grouping activities of similar difficulty
and theme into sections that need to be concluded to unlock more tasks. Differently from
categories, which have only visualization and organizing purposes, stages exist to pace the
student’s progress blocking them from accessing complex and advanced activities before
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completing the basic ones. Each stage can have other stages as requirements. Thus,
it is possible to create linear or non-linear learning branches each with its stages and
activities,s as can be seen in Fig. 2.3. This way, the admin can customize its course to
even create sub-courses inside of it just by creating new and isolated learning branches.
This feature comes to complement the activities requirement, and with both combined, it
is possible to craft any type of course being it completely linear or with multiple branching
paths.

A user can be in more than one stage simultaneously if he has the previous stage
concluded. To conclude a stage, it is necessary to complete and get the minimum score
on all the mandatory activities inside it. Some stages also have a time requirement to be
concluded, which is linked to the time that has passed since the user created the account
on the platform. Another way to finish a stage is to be promoted by an administrator.
This resource can be used if a more advanced user joins the platform and want to skip
some stages. In this case, it is necessary to contact an administrator in advance and
the stage will be tagged as “promoted” on the user stages page. It is also important to
notice that when the admin is creating the course, there needs to be a final stage with
no activities to indicate that the user has finished the course. All the stages are required
to unlock this one. At last, we can finally define the Stage model as having a name, a
description, and an optional time requirement.

2.3 Events Models

To further improve the events system used by IFL Brasil’s platform, we propose the
models presented in Fig. 2.4. This modeling was chosen to enable the creation of online
or presential events and link them with an activity, for example. This way, it is possible to
create more dynamic and interactive activities for the students such as group discussions,
debates, or presentations.

To achieve this objective, we define the Event model on the database by a name, a
description, a date to mark when it will happen, a remote boolean marking it as remote if
true and presential otherwise, and a link containing either an online meeting link, in case
of remote presentations or a Google Maps link for the presential location of the event.

To create an event it is necessary to have the necessary permission or be the main
administrator of the platform. In other words, regular users do not have access to its
creation. On the event creation page, the user has to make some decisions. The first one
is to decide whether the event will be attached to an activity or not. If so, a new activity
will appear in the students’ learning flow on the selected stage, which may be classified
as an obligatory task or not. If the newly created event isn’t attached to an activity,
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Figure 2.4: Event related models description.

the creator can pass a list of guests to be invited to the event. This is defined in the
database as the Guest model, which contains references for a user of the platform and the
created event, a present boolean to better organize who was indeed present on the day
of the event, and an organizer boolean that marks the guest as one of those responsible
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to manage the event or a regular student. The Guest model also has a status where the
user can select some options depending on its intention to participate in the event like:
“Confirmed”, “Not Confirmed”, "Have interest", and “Not answered”.

An event is not limited to users on the platform, if the admin wants some outside
person to also be a guest, it is possible to set it as an invited speaker. To do so, it
is necessary to first register it on the administrator dashboard. The InvitedSpeaker
model consists of a name, a simple description, a photo, and a job. These pieces of
information will be displayed on the event’s details page to catch the users’ attention
if the speaker is someone notorious or renowned. It is also interesting to comment that,
after the invited speaker is registered on SkillSpace, it can be used in other events without
the need of registering it again. This is possible by the creation of the associative table
InvitedSpeakerEvent.

At the end of the event, the admin marks manually the users that indeed were present
in the event, which may be considered when grading the student’s activity. At last,
an event can be reviewed by the present guests via feedback. The EventFeedback has
reference to the user who wrote it and the event, a description, a score, and a boolean
anonymous field in case the student does not want to be recognizable when sending the
feedback. The feedback is not related to any sort of scoring for the students and exists
solely for the organizers to improve the next events based on the guest’s opinions.

2.4 Social Models

One of Skillspace’s main objectives is to improve users’ learning by creating an envi-
ronment of discussions and exchange of ideas. To achieve this goal, the last section of
SkillSpace that needs to be described is probably the most important one to keep the
course alive in the long term. This section is the social one, whose models are described
in Fig. 2.5. It consists of a post and a chat system for the users to connect with others
and share the knowledge learned on the platform.

In Skillspace, the core of social interaction is done by discussions via posts and com-
ments on users’ feeds. The Post model is defined by a name, a description, an optional
attachment file, a reference to the user who created it, and a reference to the parent post.
To create discussions, it is necessary to have a way to reply to other users which is possi-
ble by creating comments on a post. These comments also use the Post model, the only
difference being that its parent field references the post in which the comment was made.
In case the post isn’t a comment/response to another one, its parent reference remains
empty. By reusing the same model for posts and responses, it becomes possible to create
multiple post threads, thus better organizing the discussions. There is also one more type
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Figure 2.5: Social related models description.

of interaction related to posts which is the reactions. Any user can react to someone’s
post with an emoji which can help other users to see how is the general reception to its
post without the need to read the reply posts first. The Reaction model is described as
an enum with the options being the existing emojis or icons of the platform and references
to the user who reacted and to the reacted post.

Similar to the categories present in the activities section, in the social area, there are
tags to group posts with similar themes. The Tag model is defined only by a name and
can be related to multiple posts. It is also important to notice that each post can have
one or more tags to define its theme and to further facilitate finding specific posts just
like hashtags work on other social networks. The main difference to conventional social
platforms is that only administrators can create new tags to make the discussion spaces
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more controlled.
In SkillSpace, posts are displayed for the user in two ways. The first one is the personal

feed, which serves as a storing place for old users’ posts, where every time a user creates
a new post, it is immediately displayed there. This feed can also be visited by other
users. On the other hand, there is also a social feed that shows posts related to the user’s
interests. This is done via the aforementioned Tag model. Users can follow tags related to
their interests to receive in their social feed new posts created by other users marked with
that tag. This is described in the database via the UserTag associative model, meaning
that a user can follow multiple tags with no problem. Other types of posts will appear on
the user’s social feed, which are the posts published by the people that are being followed
by the user. Similar to most common social networks, users can follow each other to keep
up with someone’s content. This is described by the Follower model on the database that
contains a reference to the user that is following, and to the one that is being followed.
This follower feature is very important to create circles inside the platform, where people
with the same interests can gather to bond and discuss it. At last, to diversify the posts
presented to the user, the social feed will also display some posts indirectly linked to the
user, like posts from people that goes to the same events as the user or posts of people
that are connected to the users that he is following. This last feature is optional and can
be disabled on the settings.

Another option of interaction apart from the post system is to interact directly with
other users using the chat feature. In Skillspace it is possible to create chats between
one or more users where it is possible to send messages, images, or files. Each chat is a
set of messages sent between a group of users. On the other hand, the Message model
is defined by a description with the message text, a date to mark when it was sent, the
sender identification, and an attachment field for images and files. Any user can send
private messages to another user via the chats section, since there is no friends system in
the platform to restrict the users that are possible to initiate a conversation.

We have now described how the database of the platform is modeled and how each
model connects creating an integrated application. It was also possible to describe the
reasons behind some of the decisions and explain the overall logic of the platform. Now, the
next step in the development of SkillSpace is to create the API. The next chapter details
some of the steps necessary to create the backend logic using the selected technologies.
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Chapter 3

The Backend Logic

Starting a project in Express.Js is a very simple task, it is only necessary to import the
method express and make it listen on a port of the computer. After that, every time
this port is accessed through the browser or other application, a request is sent to the
application which may answer with a response. But with this simple setup, nothing is
returned yet. For it to work, it is first necessary to define some middlewares first.

Middlewares are functions that have access to the request, the response, and to the
next function in the middleware of the cycle. Express.Js works by calling middleware
functions in a defined order until the response is ready to be sent back to the client. It
is common practice to define a lot of initial settings as middleware to be executed before
the server starts listening to requests. Some of these settings come from packages outside
of Express.Js that may be installed via a package manager like yarn or npm. The most
important ones are described in Table 3.1

3.1 Routing

When building a web application in Express.Js and many other frameworks, one of the
first steps that need to be taken is defining its routes. Routes are mechanisms that map
an URL and an HTTP method to a specific code that will handle the request the client
just made. Usually, in an API, there are different routes to access or manipulate each
resource, where a resource can be an element of the database or a resource from another
API for example.

In an Express.Js application, routes are managed as a type of middleware where it is
only executed if the URL and HTTP method matches its reference. In this case, it calls
the function that was set in this middleware. To better organize the code and enforce an
MVC code pattern in SkillSpace, we isolated all methods related to one resource into a
controller. Thus, methods related to the basic CRUD operations like creating, editing,
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Table 3.1: Table with the main packages installed in the Node.Js application.
Package Description
aws-sdk [10] Package that simplifies the usage of AWS services on the ap-

plication. Used here to set the communications with Amazon’s
cloud storage to store images and files.

bcryptjs [11] Package used to encrypt user-sensitive data like passwords.
body-parser [12] Used for parsing incoming request bodies in a middleware be-

fore being handled. Used here to parse JSON data.
cors [13] Package added to permit Cross-Origin Resource Sharing be-

tween the API and the frontend since both use the same ad-
dress.

dotenv [14] Package useful for defining environment variables
express-
validator [15]

Package used to define middlewares that check data sent on the
request and validated it before being processed in a controller.

jsonwebtoken [16] Package used to create JSON Web Tokens (JWTs) to manage
user sessions and authentication.

multer [17] This is a Node.js middleware for handling multipart/form-data,
used in image/file uploads.

multer-s3 [18] Extends multer to work with Amazon’s S3 when uploading
images and files.

mysql2 [19] Package used to communicate with a mysql2 managed
database.

sequelize [20] Package that abstracts part of the query logic to the database
through a promise-based Object-relational mapping approach.
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accessing, and deleting a resource are found in most controllers. These routes follow a
pattern by starting with the model name on the URL, followed by the method that is being
called, and an id to find the instance of that model. For example, the Tag resource has
a route /tag for the index, /tag/:id to show a specific tag, /tag/create for creation a
tag, /tag/update/:id for updating a tag, and /tag/delete/:id for deleting a tag. Note
that any element that starts with a colon like :id describes a dynamic parameter that
needs to be passed to access the desired resource. Some resources also have more specific
routes and controller methods to deal with particular behaviors, for example, the user
controller has login and logout methods. For a more complete description of the API’s
routes, please refer to Table A.1. Please, notice that standard CRUD routes like the ones
described in the previous example had to be simplified on the table to reduce its size.

3.2 Authentication

Since we describe our API as a REST API, one very important constraint that we need
to deal with is the stateless one. This constraint defines that the server shouldn’t have
to remember the previous client requests to process the next, all information necessary to
execute a request, should be contained in the request itself. This complicates the concept
of user sessions on the backend since it is not possible to track which users are logged
at any time. This way, to secure our application as a REST API and still be able to
deal with user authentication, we use Javascript Web Tokens [21] (JWTs). These tokens
consist of a header containing basic information like the type of token and the signing
algorithm being used, the payload that usually contains sensitive user data like the user
email, name, permission info, etc. At last, there is a signature to verify if the message
wasn’t changed along the way. All these three sections are encrypted using the signature
info that usually comes with a secret.

The way these tokens are used to authenticate a user in an API is very simple. At
first, the user sends a log-in request to the server with a password and an identification
like an e-mail or username. The server will check if the password and identification match
and, if so, will build the JWT based on the user’s information. After that, the API sends
back the token to the client to store it somewhere (usually in a cookie). At last, the user
needs to send this newly created token in the header of every subsequent request to ensure
it has access to some resources.

To facilitate the permission handling in SkillSpace, we created some middleware to be
called before accessing the controller methods. There is one middleware to check if the
user is authenticated, one to check if it is an administrator, one to check if it has specific
permission related to that route, and one to check if it is the owner.
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After covering the essential logic behind our API, we’ve now concluded describing the
backend since it is defined only by models and controllers. Starting from the next chapter,
we dive into the more visual and user-interactive part of the application, the frontend.
There we discuss how the decisions taken in these last two chapters reflect on the visual
interface with which the user interacts.
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Chapter 4

Visual Prototype

Before developing the frontend of a website, it is usually interesting to develop a non-
functional visual prototype first. This prototype works as a first draft of the site’s style
and serves as a reference to build the real website in the end. By prototyping in advance, it
is possible to have a component-based approach to the site’s visual elements, for example
by creating sections of pages that work very similarly and that may be reused later.
Another advantage of early prototyping is to plan the pages’ flow. For example, when
creating the user’s initial flow on a website, first he has to start on the homepage, next he
accesses a signup page, and lastly, he enters the login page. Just formalizing which pages
belong to each system of the application, makes it a lot easier to ground the planned ideas
for the site.

In this step of development, it is common to draw the first draft on a piece of paper,
or editing software to create the initial flow of the site’s pages. To prototype SkillSpace,
we made use of a graphic editor called Figma [22] since it has componentization features
that help to reuse parts of the site and align with ReactJs’s idea of componentization.
It is also important to comment that not all planned pages were prototyped due to time
constraints. The main pages that were left out are the majority of the administrator
dashboard pages, since we focused on the pages that made part of the regular student
experience.

4.1 User Pages

The first pages prototyped for SkillSpace on Figma were the user creation and authenti-
cation ones. They are represented in Fig. 4.1 and Fig. 4.2 respectively and consist of a
login page and a signup page. The login page is very straightforward, it has an e-mail and
a password field. The signup is a little more elaborated and is defined by two steps. The
first step is where the main information about the user is provided like name, e-mail, pass-
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word, cellphone, birthdate, document number, and address information. In the second
step, the user is presented with a list of topics that might interest him on the platform.
By selecting some tags in advance, we desire to help improve the user’s initial experience
in the social area by presenting posts on the chosen subjects.

Figure 4.1: Visual prototype of SkillSpace’s login page made on Figma. .

4.2 Activity Pages

On the activities section of the platform, there are pages for stages, activities, and sub-
missions. The first page of this section is displayed when the user accesses the activities
button on the sidebar. This page displays all the stages present on the site, as well as
the overall progress of the user on the platform and is presented on Fig. 4.3. The stages
on this page provide information about how many activities it has, how many have been
completed, and what are the requirements to unlock blocked stages. The state of the stage
is represented by its color, where gray stages are locked, light blues have been started,
and dark blues are completed. At last, it is possible to filter stages by name or by their
completion state.

After clicking on a stage, the student is redirected to the section’s activities page,
which is displayed on Fig. 4.4. This page contains information about the user’s progress
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Figure 4.2: Visual prototype of SkillSpace’s two step signup page made on Figma. .

in the stages, similar to the progress information displayed on the stages page since the
same component was used in both places. The main information present here is the list
of activities which contains the name, type, category, status, and grade of the activity. In
the last column of the activities table, there may be one to three icons. The downwards
icon is the one present in all activities, and when clicked, it expands the activity row
with its description, the files attached to it, and buttons to start, finish, and detail the
activity. The other two icons are the exclamation mark, which denotes that the activity
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Figure 4.3: Visual prototype of the stages page made on Figma. .

is obligatory to finish that section and a lock icon which indicates that the activity is
locked and may need another task to be completed before starting it.

At last, when the user clicks the more details button of activity, it redirects to the
activity’s dedicated page, which contains three tabs as described on Fig. 4.5. The first
describes the activity’s information, the next display the user’s submission details, and the
last has information about the teacher’s feedback. We chose to display all the information
in tabs to not overcrowd the activity’s page with information. At all tabs, the user has
access to the buttons to start or finish the activity as well as its grade if the activity
is already reviewed by a teacher. When the user clicks the finish activity button, a
submission modal is displayed for the user to write the description text and upload any
necessary files for the activity.

4.3 Event Pages

The event-related pages of SkillSpace are very few, since the use of modals made it possible
to fit the core of event features on a single page. It is possible to see in Fig. 4.6 that there
is a page listing all the events as well as providing the most important information about
it, like the date, the description, the type of event, and the invited speakers if they are
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Figure 4.4: Visual prototype of the activities page made on Figma. .

present. This page also has a list of event invitations that were sent to the current user.
These events are highlighted by being at the top of the page, since they are the ones
that need the user’s attention to confirm or deny their presence in it. Finally, in the last
section of the page, all the events of the platform are listed in chronological order, which
the user can then filter by future or past events.

The core features that the normal user can interact with come when he clicks on the
more details button of the event. This displays a modal, which is shown in Fig. 4.7, with
all the information related to the event, which includes the link to the online event or
a google maps location in case it is an in-person event. The modal also displays more
information about the guest speakers, which can be used to lure more students to the
event. This way, the administrator can use the presence of a renowned speaker to catch
the users’ interest in the event. At the end of the page, there will be some buttons for the
user to confirm, deny or declare interest in being present at the event. It is important to
notice that these buttons are only displayed in case the user was invited to the event, and
it hasn’t happened yet. When the user changes its status about an event, its color changes
to reflect the new status, being blue related to having interest, green to confirmed, and red
to denied. After the conclusion of the event, the user is then provided with an evaluation
button to send some feedback to the organizers about the event. This feedback also has a
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Figure 4.5: Visual prototype of the activities page made on Figma. .

checkbox to mark if the user wants the feedback to be anonymous or not. This was made
to preserve the user’s identity in case it does not feel comfortable sharing an opinion.
This may occur when the user desire to express some negative opinion or critic. At last,
we also planned a calendar page to display all the events in a calendar format. This page
however was not prototyped due to it being not that necessary for the minimum product
viable and due to time constraints.

4.4 Social Pages

The last pages prototyped are the ones that relate to user interactions. This section
consists of the pages related to the user’s post feed and the chat feature. Starting from
the feed page, which is described in Fig. 4.8, we have a list of every post published by
the people followed by the user, the posts marked with tags that interest the user, and
the user’s posts in chronological order. Each post displays the owner’s basic information,
the text of the post, and its tags. If a user wants to discuss any specific activity or event
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Figure 4.6: Visual prototype of the events page made on Figma. .

on the platform, it can link it to a post that creates a link to the referenced activity or
event. This helps engage the user’s in the platform by generating discussions about the
platform’s content. At the top of the page, there is a form to create a new post. We chose
to display it at the top of the list of posts to encourage and facilitate the creation of new
posts, thus increasing the interactivity of the platform. There is also a filter and a search
function on the top to help users find posts more easily. Besides every post, there are
some buttons to add a reaction to it, see the comments, and save it to read it afterward.
When the user clicks on the comments button, a page specific to the post is loaded where
it is possible to see all the comments in the form of threads. There, the user can then
post a comment responding to a post or another comment.

Similar to the post feed, every user has a profile page as it is represented on Fig. 4.9
containing the posts he published and the activities he has started or concluded. There is
a filter option to display only posts or activities too. In case, the user enters their profile
page, the information about the course’s completion is displayed as well as a button to
edit its profile. On the other hand, if he enters the profile page of another user, buttons
to follow, and to chat with the person are displayed. On both pages, some general
information is displayed about the user like its following, follower, posts, and activities
completed count.
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Figure 4.7: Visual prototype of the event modal displayed on top of the events papge. .

At last, there is the chat page that works similarly to any conventional chat application
and is represented on Fig. 4.10. It has a sidebar containing every person the user has
ever talked with as well as a group feature to create a conversation with more than one
person. When the user clicks on one of its contacts or one of its groups, the messages are
displayed in chronological order, and the user can then write new messages to that person.
This screen was added to keep every conversation between users inside the platform itself,
this way there is no need to open another application and exit SkillSpace to start a
conversation.

With the visual prototype of the platform completed, developing the actual frontend
of the application becomes a much simpler task. Since there is no need to think about
designing anymore, the focus becomes on coding the proposed visual onto a website,
creating the logic behind it, and connecting with the previously created API. Describing
how all these steps come together is what will happen in the following chapter.

27



Figure 4.8: Visual prototype of the social feed page made on Figma. .

Figure 4.9: Visual prototype of the user’s personal feed when accessed by himself on the
left and when accessed by someone else on right. .
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Figure 4.10: Visual prototype of the chat page made on Figma. .
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Chapter 5

The Frontend Logic

In this chapter, we describe some important concepts about the selected frontend tech-
nologies like authentication, routing, hooks, and componentization. This chapter also
covers how our two applications, the API and the website, communicate with each other.
At last, at the end of this chapter, the reader should have a complete understanding of
how the models, controllers, and views of SkillSpace work.

5.1 Technologies

To develop a website, it is usually necessary to deal with three fronts: structure, style, and
dynamic functionalities. These three fronts are rendered by a browser using respectively
HTML, CSS, and Javascript (Js) code. Even in frameworks that use other programming
languages like Ruby on Rails, Lavarel, and Django, the final code handled to the browser
is purely HTML, CSS, and Js.

To build SkillSpace’s website, we use ReactJs as our frontend library to unify the
programming languages used in the project as Javascript. Apart from this reason, ReactJs
is also an easy language to learn and to maintain the project afterward. This happens
because ReactJs allows for elements to be componentized. Any visual elements can be
converted into a function that returns HTML, and Js code thus providing a way to reuse
any element and logic as a component. This is possible due to ReactJs code being written
in JSX, a syntax extension to Js that permits HTML code to be handled inside regular Js
code. Another advantage of using ReactJs is that the project can become a Single-Page
Application (SPA). This way, the application works by rendering only a single HTML
page, and all HTML, CSS, and Js necessary to render the page is handled in fragments
by the server as they are needed instead of sending the whole page. This leads to very fast
loading times since due to componentization, some sections of the pages may not need to
be reloaded after changing the page like a user navigation bar or a footer for example.
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5.2 Initial Setup

To start a ReactJs application, the first step is to create the project. To do so, a developer
can either configure it from the ground up, creating all of its files, and adding the basic
packages manually, or use the create-react-app to set it up for you. When using
the second option, a project with all the basic files, configurations, and a simple folder
structure is created. Usually, all the source code is put in the src folder, the public
folder contains the files that will be read by the browser and the package.json contains
the packages installed in the application.

The core files of a ReactJs project are its index.js and index.html. The index.js file is
responsible for manipulating the DOM of the index.html page and injecting other elements
into its root div. Thus, every page, component, and feature is rendered and executed on
the index.html page by manipulating its DOM. Changing the URL on the website only
changes what components are rendered in that situation.

5.3 Routing

Now that the basis of a ReactJs project is defined, we need to deal with rendering different
"pages" depending on what the client requests. This works similarly to the routing logic
on the API, it is necessary to define a router to select the page based on the current URL.
To facilitate the creation of this router, we used the react-router-dom [23] package that
provides features and components to manage the path and what is being rendered.

To create the router, we need to import the Routes component from react-router-dom.
This component is responsible to render the first Route component that matches the cur-
rent location. The Route component, which is also imported from react-router-dom, is
the most important component of this package. It has two main parameters, one defines
the path that is necessary to trigger it and the other is the element that will be rendered
when its path matches the current URL. The element it renders is usually the component
of a specific page. This way, we can build the HTML, CSS, and JS of every page as a JSX
component that is loaded when its route is matched. An example can be seen in Fig. 5.1.

Figure 5.1: Example code of route management using react-router-dom. .
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5.4 API communication

Now that the navigation of the site is working, we need to start working on the manage-
ment of dynamic resources. Since our ReactJs application is a frontend pure project, it
is necessary to rely on the previously created API to access and manage the database’s
resources. To do this, every time a page or a feature needs something from the API, it
executes an HTTP call to it via the axios [24] package and returns a promise containing
the response sent by the API.

Now that we have the resources in hand via the axios request, there is still one
problem remaining, the API response is not received at the same time the page is loaded
causing the page to render without the resources required. To solve this problem, it is
necessary to use two ReactJs hooks which are a feature in this library that allows the
use of states and other ReactJs core features without writing classes. The first hook is
useEffect, which is used to create side effects that are triggered at some point after the
component is rendered. In the API calls context, we use this hook to define the API call
function to trigger right after the page is loaded. Therefore, the request can be processed
asynchronously while the page is already rendered.

The next hook necessary to deal with this asynchronous data is useState. This hook
is responsible for defining state variables that can be changed and re-rendered after the
page is loaded. When this hook is called, it returns the state variable with an initial value
and a setter for it, which needs to be called every time the state needs to be changed.
This way, by using useState it is possible to set the data sent by the API after the page is
loaded, which will make ReactJs re-render the necessary components in which the variable
storing this data is used. By using a combination of all the cited tools, it is possible to
render pages that deal with asynchronous API calls without the need to wait for the API
response to arrive to render the page.

5.5 Authentication and sessions

Different from REST APIs, where it is not recommended to store sessions between re-
quests, in a ReactJs application it is. This happens because at all times the application
needs to track if a user is authenticated and who he is to render the correct elements on
the page. Authentication is fairly simple on the frontend, being only necessary to call
the login API route with the correct identifier and password, and then retrieve the user’s
JWT from its response. The problem here lies in storing this JWT and creating a session
for that user. It is not possible to save such data in a state variable since it only retains
the value inside the specific component it was defined. For example, it would lose the
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JWT after switching pages. The solution here is to use another important ReactJs hook
called "useContext". A Context provides a way to share information between multiple
components inside the same component tree without the need to pass on this information
to each child, working similarly to global variables. This way, it is possible to define a
context that contains all of our routes, making it possible to access the user’s JWT and
any other context methods and variables on all of the pages.

After creating a session using the described hook, there is still one problem that
remains. When the client refreshes the page or re-opens the browser, any context variables
are lost and need to be set again since they are not persistent. To solve this problem
cookies can be used to store the data on the user’s browser. Cookies are small data
fragments that can be stored on the client’s browser to be retrieved after. Therefore, by
storing the JWT as a cookie, it is possible to retrieve it if necessary at any time a user
not authenticated access a page to re-create the context. If the user does not have this
specific cookie stored, the context is not created and thus the user is not authenticated.
At last, these session cookies normally have some expiration time or condition to make
the user log in again and create a new token, improving its security.

5.6 Implemented Application

After defining the database modeling, the logic behind the used technologies, and the
visual prototype, it is time to describe what was implemented and what was left to do.
Since the scope of the project was rather extensive, we noted in the initial steps that would
not be possible to implement all features in time. Therefore, we tried to build instead a
Minimum viable product (MVP) of SkillSpace focused solely on the user-related features
like the basic events, activities, and post logic. Thus it would be possible to present a
usable website from the perspective of a regular user. The whole code of the project can
be accessed from the GitHub repositories [25] [26] where it is also possible to access the
site and the API deployed on Heroku and Netlify’s cloud service.

Starting from the API, most of it was possible to implement in time due to it being the
first part of the project itself. All the presented tables and relations were implemented
using the sequelize package. Their controllers were also implemented, which contain
all the necessary methods to show, list, create, update, and delete the data. In some
controllers, as was mentioned in Chapter 3, other methods were also implemented to
help deal with the data. All the planned routes were also implemented, but there is a
possibility that, as the frontend part progresses, more routes and methods may be created.
The authentication system, as well as the permissions system, are working together with
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the routing. We also managed to implement the file storing system, being possible to
store files and images via local storage or store it on AWS’s cloud storage.

On the API side, not much was left out of the final implementation. The main features
that were left behind were the ones that required the creation of jobs that are executed
apart from the requests the users send in the background of the application. One case that
needs a job is the notification system that was originally planned to notify the user that
something happened. Some examples of notifications are a teacher posting feedback on
a user’s activity submission, an event invite arriving or the receiving a message. Another
part that was left incomplete was the creation of event-type activities. It is possible to
create activities of this type but not yet possible to link the activity itself to an event,
which should also send the invite to the marked users automatically.

The website part of SkillSpace was the one that needed to cut corners to deliver a
usable product in time. The focus of it was on the user-related features to execute tasks,
interact in the social area and participate in events. Because of this, the administrative
part of the project was not implemented on the frontend even though its methods had
been implemented on the API.

Starting from the authentication-related pages, it was possible to implement both the
signup and the login pages with all the authentication and session logic working properly
with useContext and cookies. The only part that was left out was the forgot password
page and logic since they were not fundamental to the user experience. After logging in,
the user sidebar is displayed although some of the icons are not linked with an actual
page like the chat, help, and settings icons.

In the event section of the platform, the event index page and the event details modal
were implemented. The calendar page was left out for this version since it is only another
way to display events. The event modal’s logic to confirm or deny the presence of an
event is working properly. At last, the feedback modal also wasn’t implemented due to
time constraints.

In the activities section, we were able to implement the core pages of the user’s course
experience. It is possible to access the stages index page, the activities index page inside a
section, and the details page of an activity, which displays the option to start and finish an
activity. The activity submission feature is also working although only for the theoretical
and practical activity types. The event and social activities had to be left out due to
having a mostly different logic of completion in the frontend compared to the other two.

At last, since the main feature of the social section is the post feed feature, we had
to leave the chat section out of this build. Other than that, the main features related to
the feed were all implemented and works properly like the user page with its feed, the
main feed with other users’ feeds, the post creation feature, and the logic behind reacting
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and commenting on other users’ posts. The main thing left out here is which posts are
displayed in the social feed. Previously it was said that this feed displays the followed
user’s posts, the posts which contain tags that interest users, and some posts that are
indirectly related to the user’s interests to diversify the presented content. The last type
had to be left out due to its higher complexity.

With the described implemented features, a regular user can experience all the main
features that were proposed in this platform. The user can execute multiple types of ac-
tivities, engage in discussions with other users about them via a post, and even participate
in events to interact directly with people about the studied topics. All these features are
integrated into a single platform which keeps the user engaged on the course and extends
its use time by giving more variety of activities to be done.

35



Chapter 6

Conclusion

Creating a course while maintaining a community around it is no simple task. It takes
more than just the study material to engage users in the platform for it to start developing
a community. By providing the means of engaging the user with dynamic activities, and
social-related features on the same platform, it becomes a lot easier to create a community
and retain the user’s interest in the course for a longer time.

In this work, it was possible to project, design, and develop a platform that implements
a flexible course creation system with social activities and interactions. This should
increase users’ engagement by creating a community around the themes studied in the
course. By using all three main sections of SkillSpace, activities, events, and social, it is
possible to develop any type of course from it being more traditional to a more community-
driven approach that relies not only on its content but on its users to increase the course’s
value.

All the features presented in SkillSpace should help the user feel more engaged to
progress its studies, and even attract new users to the platform. This system should be
of great use for course creators that have problems maintaining a community after the
course’s creation. By having other users interact and discuss the studied themes, even
after there is no content left to do, some of them may remain on the platform posting
new content, participating in events, and engaging with new users. Despite SkillSpace
not being projected to work in school or the academic environment due to its lack of
classes, it could still be used by teachers to manage a single class. We hope that by using
our platform, people feel more engaged while studying, thus improving their learning
experience.
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6.1 Future Work

The greatest problem in the developed platform was not being able to implement all
the features that were planned initially, especially the administrative ones since it leaves
us with just the student’s side of the platform. We hope that all incomplete features
presented in chapter 6 could be completed in a near future. It is also important to point
out that during all phases of the project, no surveys were conducted to gather the general
public’s opinion about the created features. It should be interesting to conduct surveys
to further comprehend what works and what doesn’t with the platform before creating a
course in SkillSpace for real.

It would also be interesting to further improve this platform with more features that
encourage the student to keep studying. One way to do that should be by adding a
gamification system to the platform. This way, the student would receive points, badges,
or titles that can be shown to other users to point out how much he dedicated to his studies.
This could lead some users to treat its studies like a game of sorts thus encouraging them
to spend more time with it. Another way is by creating more variety of activity types
for example an exam-based type where the answers to the questions need to be done in
real-time on the platform.

Another feature that could be interesting is to improve the platform’s overall design by
applying some user experience and user interface design knowledge to the already created
features. This could make the site more intuitive and easy to use which could lead to
more users using it. At last, we hope that by leaving the code of the project public, people
can use it as a base to build even better and more complete platforms.
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Appendix A

API Routes

Resource Route(s) Description
- /signup Creates a new user
- /login Log a user in the platform
/profile Show and update

routes
Standard CRUD methods for
the User model for the logged
user

/profile /update/picture Update the logged user’s profile
picture

/user Show and index routes Standard CRUD methods for
the User model for admins

/user /promote/:id Promotes a user to administra-
tor

/user /demote/:id Demotes a user from the ad-
ministrator level

/user /permissions/:id Returns a user’s
AdminPermissions

/user /activate/:id Changes the user’s status to ac-
tive

/user /deactivate/:id Changes the user’s status to de-
activated

/address CRUD routes Standard CRUD methods for
the Address model

/event CRUD routes Standard CRUD methods for
the Event model

/event /:guests/:id Returns the event’s guests
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/event /invite/:id Invites users to an event
/event /my_invites Returns the logged user’s event

invites
/event/:event_id/guest Update, show and

delete routes
Standard CRUD methods for
the Guest model

/event/:event_id/guest /presence Confirms presence of the logged
user on an event

/event/:id/feedback Create and index
routes

Standard CRUD methods for
the EventFeedback model

/invited_speaker CRUD routes Standard CRUD methods for
the InvitedSpeaker model

/activity CRUD routes Standard CRUD methods for
the Activity model

/activity/types CRUD routes Standard CRUD methods for
the ActivityType model

/activity/category CRUD routes Standard CRUD methods for
the Category model

/activity/submission Create, Update and
show routes

Standard CRUD methods
for the ActivitySubmission
model

/activity /user Returns the logged user’s activ-
ities started or finished

/activity /start/:id Changes an ActivityUser’s sta-
tus to started

/activity /finish/:id Changes an ActivityUser’s sta-
tus to finished

/activity/manager/feedback /pending Returns the list of
ActivitySubmissions that
have pending feedback

/activity/manager/feedback /:act_id/:user_id Create an ActivityFeedback
for a user’s submission

/activity/manager/feedback /edit/:act_id/:user_id Edits an ActivityFeedback
for a user’s submission

/activity/requirements Create, and index
routes

Standard CRUD methods for
an activity’s required activities
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/activity/dependents Create, and index
routes

Standard CRUD methods for
an activity’s dependent activi-
ties

/stage CRUD routes Standard CRUD methods for
the Stage model

/stage/my Index and show routes Standard CRUD methods for
StageUser’s of the logged user

/stage /start/:id Changes an StageUser’s status
to started

/stage /finish/:id Changes an StageUser’s status
to finished

/post CRUD routes Standard CRUD methods for
the Post model

/post /feed Returns the list of posts of a
user’s social feed

/post /feed/user/:id Returns the list of posts of a
user’s personal feed

/post /:id/comments Returns the comments of a
Post model

/post/reaction Create, delete and
show routes

Standard CRUD methods for
the Reaction model

/post/reaction /count/:id Returns the reactions count of
a post

/tag CRUD routes Standard CRUD methods for
the Tag model

/tag /follow/toggle/:id Creates or destroy an UserTag
/tag /followed Lists the user’s followed tags
/follow /:id Follows a user by creating a

new Follower model
/follower /:id Returns an user’s followers
/follower /count/:id Returns an user’s followers

count
/following /:id Returns the user’s that another

user is following
/follower /count/:id Returns an user’s following

count
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/chat Index and show routes Standard CRUD methods for
the Chat model

/chat /my Returns the list of chats that
contains the logged user

/message Create, update and
delete routes

Standard CRUD methods for
the Message model

/permission Index route Returns the list of permissions
in the platform

Table A.1: Table with API routes with a brief description
of each one of them.
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